继上篇 [初心](https://zhuanlan.zhihu.com/p/352048107) 已一星期，我们仍尚未谋面，我已迫不及待，是否还记得我曾经对你的承诺，我说，要让人人能编写高性能网络服务器，当然，这只是我一相情愿的告白，我不知道有没有被你看上，也不知道你是否还愿意在这条道上与我走一走，我们一起谈一谈，未来…

看起来这是一个梦啊，梦是当不得真的，但梦想还是可以做做的。

在这所有的所有的一切开始之前，我们还是不落俗套地见上一见吧，你说，自古套路得人心，而大家又总倾心于Hello World，要不，我们换一个，Ping Pong可好。

请你忘记你关于网络编程的想象，保留那么一点点CPP的印象，因为，好的忘记，是新的开始，而CPP正是我们的主角。

要懂的真的不多，稍微去了解一下，你甚至可能会怀疑以前的自己是不是走了很多弯路，虽然我们需要学习的概念并不多，但，还是有那么一点点，我们开始吧。

## 1. 网络中信息传递的基本问题

* 以ip:port为ID的机器存在于一张网上，我们把这些机器统称服务器，或网络节点。
* 机器与机器如果要传递信息，它们先要建立连接
* 已经建立连接的机器之间，可以互相传递消息

没错，网络信息传递，只有两个基本问题，即建立连接，然后传递消息。 而且这两项的工作，都已经被各操作系统实现好了，各家的技术细节并不一样，暴露出来的接口虽有相似之处，但仍然难以做到一份代码，到处运行。一些代码库，如libuv, libevent，在事件通知及系统兼容上面做得非常优秀，然，从实际应用开发者的角度来讲，它们遗留了很多需要开发者自己去解决的问题，如跨平台的一些细节，IO事件的处理，线程安全及性能调试，应用层协议的解析，而这些问题都涉及更多的知识点以及编程经验，这就是门槛啊，任何试图降低门槛的努力都是有价值的，也肯定是值得的。

Netplus试图往前走一步，将平台相关，IO事件处理，线程相关，性能相关，这些各APP里面都需要考虑的共性，进行抽象、封装。提供一个可扩展的机制，让各APP能通过为Channel添加自定义的Handler，在Handler里面做APP自己的协议解析，生成，以及业务处理，通过这种方式，APP开发者，只需要专注于自己的业务本身，就能轻松开发出基于网络通迅的应用程序。

同时，鉴于某些协议的流行程度，为了便于快速开发，Netplus也提供了直接的支持，如http/https,websocket，当然，也欢迎各位朋友为其添加其它的协议，让Netplu日渐丰满，我们的目标始终是，开箱即用，统统一把梭。

<https://www.zhihu.com/column/c_1339539434091040768> (二维码自动识别)

Netplus借鉴了netty的设计，那些熟悉 netty的朋友，就算不熟悉c++，应该也能快速上手。

## 2. Netplus里的基本概念

### 2.1 netp::ref\_base & netp::ref\_ptr

* 在Netplus里面，大部分的Class都继承于ref\_base，它提供引用计数的基本功能。
* 继承自ref\_base的class，直接new/delete 的时候，编译器会报错，这将能极大有利于内存管理。
* 继承netp::ref\_base的class，需要配合模板netp::ref\_ptr<T>进行使用。
* netp::ref\_ptr<T>是一个基于引用计数的对象，通过netp::make\_ref<T> 进行创建，不需要的时候，通过置nullptr进行释放。此对象可以像普通类型那样进行赋值，也可以如指针一样用来访问其指向的对象。
* 更详细的知识，请参：

[Netplus 之 Smart Pointer​github.com![图标](data:image/jpeg;base64,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)](https://link.zhihu.com/?target=https%3A//github.com/netplus/netplus/wiki/Smart-Pointer)

* 下面是一个关于ref\_base, ref\_ptr如何使用*example*

**class** **ref\_example:** **public** netp**::**ref\_base

{

**int** number;

**public:**

ref\_example(**int** i)**:**number(i){}

**int** **get\_number**() {**return** number;}

**void** **set\_number**(**int** i) {number**=**i;}

};

*//创建，记住，不能直接new/delete, 只能借助 netp::make\_ref 函数;*

netp**::**ref\_ptr**<**ref\_example**>** ref\_example\_1 **=** netp**::**make\_ref**<**ref\_example**>**(10);

*//可像裸指针一样访问对象*

ref\_example\_1 **->**set\_number(10);

**int** number\_value **=** ref\_example\_1 **->**get\_number();

*//赋值，它是线程安全的*

netp**::**ref\_ptr**<**ref\_example**>** ref\_example\_2 **=** ref\_example\_1;

{

*//它是容器安全的,可在各容器里面自由存储*

std**::**vector**<**netp**::**ref\_ptr**<**ref\_example**>>** ref\_example\_vector;

ref\_example\_vector.push\_back(ref\_example\_2);

}

*//比较，注意，这里比较的是指向的地址*

**if**( ref\_example\_2 **==** ref\_example\_1 ) {

*//比较两个ref\_ptr对象是否指向同一个对象*

}

*//ref\_ptr对象的大小 == 机器的地址宽度，试想一下，将有何好处？*

*//sizeof(netp::ref\_ptr<ref\_example>) == sizeof(int\*);*

*//销毁， 不需要的时候，我们直接置nullptr即可*

ref\_example\_1 **=** **nullptr**;

ref\_example\_2 **=** **nullptr**;

*//借助于C++ RAII特性，局部变量，我们甚至都不用去置nullptr*

{

netp**::**ref\_ptr**<**ref\_example**>** ref\_example\_3 **=** netp**::**make\_ref**<**ref\_example**>**(10);

*//离开此作用域后， ref\_example\_3指向的内存将自动被释放*

}

### 2.2 Packet

* Packet是Netplus的一个重要Class, 继承自netp::ref\_base，它提供用于读写bytes buffer的接口，是我们用来操作bytes buffer的工具。
* 网络编程中，当处理Bytes Buffer，特别是处理protocol时，我们需要读或修改头部，或直接往头部前面添加一些数据。Packet被专门设计成应付这种场景，它既可以往buffer的左边写，也可以在buffer末端往前写，于是，处理起来将变得极为方便。
* Channel将收到的bytes, 存储在Packet对象里面，然后再将此对象传递给它的第一个Handler。
* 往远端写bytes的时候，我们也是将bytes存储于一个Packet对象，然后最终传递给Channel。
* Example:

*//创建一个packet对象*

netp**::**ref\_ptr**<**netp**::**packet**>** p **=** netp**::**make\_ref**<**netp**::**packet**>**();

*//写入一个字符串*

p**->**write("hello", netp**::**strlen("hello") );

*//将字符串读入buf*

*//注：byte\_t 实为unsigned char*

netp**::**byte\_t hello\_buf[10]**=**{0};

netp**::**u32\_t read\_count **=** p**->**read(hello\_buf, 10);

*//在packet buf的左边写入一个u32\_t大小的整数*

p**->**write\_left**<**netp**::**u32\_t**>**(103);

*//将刚刚写入的整数读入i103*

netp**::**u32\_t i103 **=** p**->**read**<**u32\_t**>**();

*//销毁packet对象*

p **=** **nullptr**;

### 2.3 Channel

* Channel是网络通信的主体，它即是当前的连接，它也是最终与操作系统进行交互，读写bytes，以及socket状态管理的实体。
* 每一个Channel将关联一个或多个Channel Handler，Channel Handler以单向链表的形式链接在一起，当与Channel相关的事件发生的时候，Channel负责将事件传递给第一个Channel Handler。
* 一个典型的channel read事件，按下面顺序在Handler中传递

socket read -> channel -> tail\_handler -> handler1 -> handler2 -> ...

* 一个典型的channel write事件，按下面顺序在Handler中传递

head\_handler -> ... -> handler2 -> handler1 -> tail\_handler -> channel -> socket write

* 每一个handler 都会自动添加 一个tail handler, 一个head handler，用于处理缺省行为

### 2.3 Channel Handler

* Channel Handler是具体处理我们的消息的地方，处理完消息后，我们可以继续传递一个消息给下一个Handler，或直接终止当前消息的逻辑处理，甚至接关闭当前的Channel。
* Channel Handler需要继承 netp::channelhandler\_abstract, 实现相应接口，用于处理网络事件，消息。
* 更多细节，请参:

[Netplus 之 Concepts​github.com](https://link.zhihu.com/?target=https%3A//github.com/netplus/netplus/wiki%23concept" \t "_blank)

* 在我们的例子中，我们将用到如下Channel handler接口

**void** **read**(netp**::**ref\_ptr**<**netp**::**channel\_handler\_context**>** **const&** ctx, netp**::**ref\_ptr**<**netp**::**packet**>** **const&** income);

**void** **connected**(netp**::**ref\_ptr**<**netp**::**channel\_handler\_context**>** **const&** ctx);

## 3. Netplus收发消息的基本流程

### 3.1 启动一个服务 (server端)：

1. 实现自己的Channel Handler
2. 在ip:port处监听服务
3. 当Accept成功新的Channel后，为Channel添加Channel Handler

### 3.2 连接一个服务（client端）：

1. 实现自己的Channel Handler
2. 拨号至ip:port
3. 当拨号成功时，为Channel添加Channel Handler

好了，就这些东西，没有更多了。

### 4. PINGPONG

### 4.1 PINGPONG服务器

1. 监听在tcp://127.0.0.1:13103端口
2. 收到到来自远端的的连接的时候，为Channel添加一个Pong Handler
3. Pong Handler: 此Handler只做一个事情，当收到来自客户端的消息后，回复PONG，代码如下：

**class** **Pong** **:**

**public** netp**::**channel\_handler\_abstract {

**public:**

Pong() **:**

channel\_handler\_abstract(netp**::**CH\_INBOUND\_READ)

{}

*//for inbound*

**void** **read**(netp**::**ref\_ptr**<**netp**::**channel\_handler\_context**>** **const&** ctx, netp**::**ref\_ptr**<**netp**::**packet**>** **const&** income) {

*//reply with PONG*

**const** std**::**string pong **=** "PONG";

netp**::**ref\_ptr**<**netp**::**packet**>** PONG **=** netp**::**make\_ref**<**netp**::**packet**>**(pong.c\_str(), pong.length());

netp**::**ref\_ptr**<**netp**::**promise**<int>>** write\_promise **=** ctx**->**write(PONG);

*//check the reply status once the write operation is done*

write\_promise**->**if\_done([](**int** reply\_rt) {

NETP\_INFO("[PONG]reply PONG, rt: %d", reply\_rt );

});

}

};

### 4.2 PINGPONG客户端

1. 拨号到tcp://127.0.0.1:13103端口
2. 当拨号成功之后，为Channel添加一个Ping Handler
3. Ping Handler: 当连接成功时，向服务器发送PING, 当成功收到回复的消息（PONG）后，继续发送PING，代码如下：

**class** **Ping** **:**

**public** netp**::**channel\_handler\_abstract {

**public:**

Ping()**:**

channel\_handler\_abstract(netp**::**CH\_ACTIVITY\_CONNECTED**|**netp**::**CH\_INBOUND\_READ)

{}

**void** **connected**(netp**::**ref\_ptr**<**netp**::**channel\_handler\_context**>** **const&** ctx) {

NETP\_INFO("[PING]connected");

*//initial PING*

do\_ping(ctx);

}

**void** **read**(netp**::**ref\_ptr**<**netp**::**channel\_handler\_context**>** **const&** ctx, netp**::**ref\_ptr**<**netp**::**packet**>** **const&** income) {

NETP\_INFO("[PING]reply income");

do\_ping(ctx);

}

**void** **do\_ping**(netp**::**ref\_ptr**<**netp**::**channel\_handler\_context**>** **const&** ctx) {

**const** std**::**string ping **=** "PING";

netp**::**ref\_ptr**<**netp**::**packet**>** message\_ping **=** netp**::**make\_ref**<**netp**::**packet**>**();

message\_ping**->**write(ping.c\_str(), ping.length());

netp**::**ref\_ptr**<**netp**::**promise**<int>>** write\_p **=** ctx**->**write(message\_ping);

write\_p**->**if\_done([]( **int** rt ) {

NETP\_INFO("[PING]write PING, rt: %d", rt );

});

}

};

你看，服务器，客户端，都是三步曲

1. 实现handler
2. 监听/拨号
3. 设置handler

So easy!

### 4.3 PING PONG的总体执行逻辑

1. 服务器监听tcp://127.0.0.1:13103
2. 当服务器有新的channel连接进来时，为新的channel添加handler
3. 客户端拨号到tcp://127.0.0.1:13103
4. 客户端拨号成功后，添加handler

### 4.4 main.cpp 完整代码如下：

**int** **main**(**int** argc, **char\*\*** argv) {

*//initialize a netplus app instance*

netp**::**app app;

std**::**string host **=** "tcp://127.0.0.1:13103";

netp**::**ref\_ptr**<**netp**::**channel\_listen\_promise**>** listenp **=** netp**::**socket**::**listen\_on(host, [](netp**::**ref\_ptr**<**netp**::**channel**>const&** ch) {

ch**->**pipeline()**->**add\_last( netp**::**make\_ref**<**netp**::**handler**::**hlen**>**());

ch**->**pipeline()**->**add\_last( netp**::**make\_ref**<**Pong**>**() );

});

**int** listenrt **=** std**::**get**<**0**>**(listenp**->**get());

**if** (listenrt **!=** netp**::**OK) {

NETP\_INFO("listen on host: %s failed, fail code: %d", host.c\_str(), listenrt);

**return** listenrt;

}

netp**::**ref\_ptr**<**netp**::**channel\_dial\_promise**>** dialp **=** netp**::**socket**::**dial(host, [](netp**::**ref\_ptr**<**netp**::**channel**>** **const&** ch ) {

ch**->**pipeline()**->**add\_last( netp**::**make\_ref**<**netp**::**handler**::**hlen**>**() );

ch**->**pipeline()**->**add\_last( netp**::**make\_ref**<**Ping**>**() );

});

**int** dialrt **=** std**::**get**<**0**>**(dialp**->**get());

**if** (dialrt **!=** netp**::**OK) {

*//close listen channel and return*

std**::**get**<**1**>**(listenp**->**get())**->**ch\_close();

**return** dialrt;

}

*//wait for signal to exit*

*//Ctrl+C on windows*

*//kill -15 on linux*

app.run();

*//close listen channel*

std**::**get**<**1**>**(listenp**->**get())**->**ch\_close();

*//close dial channel*

std**::**get**<**1**>**(dialp**->**get())**->**ch\_close();

**return** 0;

}

## 4.5 代码解读

### 4.5.1 C++11拾遗

* [std::tuple example & tutorial](https://link.zhihu.com/?target=https%3A//thispointer.com/c11-stdtuple-tutorial-examples/)
* [lambda example & tutorial](https://link.zhihu.com/?target=https%3A//thispointer.com/designing-callbacks-in-c-part-3-c11-lambda-functions/)

### 4.5.2 netp::app

所有的netplus应用，netp::app app总是第一行代码，app实例代表着一个netplus对象，用处初始化netplus系统，设置信号处理。

app.run() 等待退出信号

### 4.5.3 Channel Handler hlen

* 这个handler用于处理格式为长度+内容的消息，内容长度占4bytes
* 发送时为消息添加消息长度，占4byte
* 接收时，先读4byte作为长度，然后按读到的长度继续读bytes, 直到读完给定的长度后，将read事件传递给下一个Handler，详细的描述，请参阅:

[Netplus 之 Handler: hlen​github.com](https://link.zhihu.com/?target=https%3A//github.com/netplus/netplus/wiki/Handler%3A-hlen" \t "_blank)

### 4.5.4 ch->pipeline()->add\_last( handler )

将handler添加到handler链表末尾

（此篇文章待进一步整理）

完整的工程地址如下：

[Netplus 之 PINGPONG工程​github.com](https://link.zhihu.com/?target=https%3A//github.com/netplus/netplus/tree/main/test/pingpong" \t "_blank)

知识库：

[Netplus之WIKI​github.com](https://link.zhihu.com/?target=https%3A//github.com/netplus/netplus/wiki" \t "_blank)

如果你喜欢我的文章，请加个关注，点个赞，谢谢。

如果你有其它相关知识想要了解的，请直接，可以给我留言。

写代码的冰冰

姑苏城里平江路，入夜细雨扰我心，再会。

想把我说给你听，，，